## Patterns, Automata, and Regular Expressions

## Finite Automata

- A finite collection of states
- An alphabet
- A set of transitions between those states labeled with symbols in the alphabet
- A start state, S0
- One or more final states

Deterministic - single-valued transition, no epsilon transitions
Non-deterministic - multi-valued transitions

- Finite Automata - formal or abstract machine to recognize patterns
- Regular expressions - formal notation to describe/generate patterns



## Thompson's Construction

- Each NFA has a single start state and a single final state, with no transitions leaving the final state and only the initial transition entering the start state
- An $\varepsilon$-move always connects two states that were start or final states
- A state has at most 2 entering and 2 exiting $\varepsilon$ moves, and at most 1 entering and 1 exiting move on a symbol in the alphabet




## Regular Expression and DFA

 Identifierletter $\rightarrow(\mathrm{a}|\mathrm{b}| \mathrm{c}|\ldots| \mathrm{z}|\mathrm{A}| \mathrm{B}|\mathrm{C}| \ldots \mid \mathrm{Z})$
digit $\rightarrow$ ( $0|1| 2|3| 4|3| 6|7| 8 \mid 9)$
id $\rightarrow$ letter (letter|digit)*


Code for Semi-Mechanical Pure DFA

```
state = SO; ; code for so *
lone= false;
lol
l
    class = char_class[char];
    switch(state) {
        switch (class)
            case letter:'token_type = identifier; token_value = token_value+char
                state = S1; char = next char(); break;
                case digit:; done =true; break;
    case S
        break;
            swith(class)
            case digit:":token_value = token_value+char; char = next_char(); ;reak
            case other:' done= true; break;
    retur(Ioken_type);
```

Tables Driving the Recognizer
har_class

|  | $a-z$ | $A-Z$ | $0-9$ | other |
| :--- | :--- | :--- | :--- | :--- |
| value | letter | letter | digit | other |

Table-Driven Recognizer

next_state

| class | S0 | S1 | S2 | S3 |
| :--- | :--- | :--- | :--- | :--- |
| letter | S1 | S1 | -- | -- |
| digit | S3 | S1 | -- | -- |
| other | S3 | S2 | -- | -- |

To change language, we can just change tables

Table-Driven Recognizer/Scanner

```
lor = nextcchar();
state = So; / code for SO */
M,
While (not done) {
    class = char_-class[char,;
    switch(state) {
        case S2:/* accept state *
            token type = identifier
            case S3:/* doner =/ true; break;
            oken_type = error
            done= true; bre
            default:/" building an id +/
                lon_value = token_value + char;
            char = next_char; break;
}
return(token_type);
```


## Error Recovery

- E.g., illegal character
-What should the scanner do?
- Report the error
- Try to correct it?
- Error correction techniques
- Minimum distance corrections
- Hard token recovery
- Skip until match


## Scanner Summary

- Break up input into tokens
- Catch lexical errors
- Difficulty affected by language design
- Issues
- Input buffering
- Lookahead
- Error recovery
- Scanner generators
- Tokens specified by regular expressions
- Regular expression -> DFA
- Highly efficient in practice

